**Implementation Of SLR Parser**

**Code:-**

#include<stdio.h>

#include<ctype.h>

#include<conio.h>

#include<stdlib.h>

#include<string.h>

#include<iostream.h>

#define epsilon '^'

char prod[20][20],T[20],NT[20],c[10][10],foll[10][10],fir[10][10];

int tt,tnt,tp,a;

int follow[20][20],first[20][20];

void first\_of(char);

int count(int j);

void rhs(int j);

void read\_tnt();

int rhs(int j);

void read\_tnt()

{ cout<<"For SLR parser: ";

cout<<"\nEnter number of terminals: ";

cin>>tt;

cout<<"\nEnter terminals: ";

for(int i=0;i<tt;i++)

T[i]=getche();

getch();

cout<<"\nEnter number of Non-terminals: ";

cin>>tnt;

cout<<"\nEnter Non-terminals: ";

for(i=0;i<tnt;i++)

NT[i]=getche();

getch(); }

void read\_prod()

{ int j;

char x=0;

cout<<"\n\nEnter number of productions: ";

cin>>tp;

cout<<"\n Enter productions: ";

for(int i=0;i<tp;i++)

{ j=x=0;

while(x!='\r')

{ prod[i][j]=x=getche();

j++; }

cout<<"\n"; }

getch(); }

return(i);

if(t=='$')

return(tt);

return(-1); }

int terminal(char x)

{ for(int i=0;i<tt;i++)

if(T[i]==x)

return(1);

return(0); }

int nonterminal(char x)

{ for(int i=0;i<tnt;i++)

if(NT[i]==x)

return(1);

return(0); }

int in\_rhs(char \*s,char x)

{ for(int i=0;i<=strlen(s);i++)

if(\*(s+i)==x)

return(i);

return(-1); }

void find\_first()

{ for(int i=0;i<tnt;i++)

first\_of(NT[i]); }

void first\_of(char n)

{ int t1,t2,p1,cnt=0,i,j;

char x;

static int over[20];

p1=t\_no(epsilon);

if(terminal(n))

return;

t1=nt\_no(n);

if(over[t1])

return;

over[t1]=1;

for(i=0;i<tp;i++)

{ t1=nt\_no(prod[i][0]);

if(prod[i][0]==n)

{ int k=0;

cnt=count(1);

rhs(i);

while(k<cnt)

{ x=c[i][k];

if(terminal(x))

{ t2=t\_no(x);

first[t1][t2]=1;

break; }

else

{ t2=nt\_no(x);

first\_of(x);

for(int j=0;j<tt;j++)

first[t1][p1]=1; } } }

void follow\_of(char n)

{ int f,t1,t2,p1,t,cnt=0;

char x,beta;

static int over[20];

p1=t\_no(epsilon);

t1=nt\_no(n);

if(over[t1])

return;

over[t1]=1;

if(NT[0]==n)

follow[nt\_no(NT[0])][tt]=1;

for(int i=0;i<tp;i++)

{ rhs(i);

cnt=count(i);

t=in\_rhs(c[i],n);

int bno;

for(int j=0;j<tt;j++)

{

bno=nt\_no(beta);

if((first[bno][j]) && (j!=p1))

follow[t1][j]=1; }

if((p1!=-1) && (first[bno][p1]==1))

continue;

else if((t==(cnt-1)||(k>=cnt)))

{ follow\_of(prod[i][0]);

t1=nt\_no(prod[i][0]);

for(int l=0;l<=tt+1;l++)

if(follow[t][l])

follow[t1][l]=1; } } } }

int count(int j)

{ int c1=0;

for(int q=3;prod[j][q]!='\r';q++)

c1++;

return(c1); }

void show\_follow()

{ int b=0;

a=0;

cout<<"\n\n Follow Table For Grammar: \n";

for(int i=0;i<tnt;i++)

{

b=0;

cout<<"\n FOLLOW ("<<NT[i]<<" )= { ";

for(int j=0;j<tt+1;j++)

if(follow[i][j] && j!=tt)

{ foll[a][b]=T[j];

b++;

cout<<T[j]<<" "; }

else

if(j==tt)

{ foll[a][b]='$';

b++;

cout<<'$'; }

a++;

cout<<" } "; }

getch(); }

void show\_first()

{ int b=0;

a=0;

cout<<"\n\n First Table For Grammar: \n";

for(int i=0;i<tnt;i++)

{ b=0;

cout<<"\n FIRST ("<<NT[i]<<" )= { ";

for(int j=0;j<tt+1;j++)

if(first[i][j] && j!=tt)

{ fir[a][b]=T[j];

b++;

cout<<T[j]<<" "; }

a++;

cout<<" } "; }

getch()}}}}

To construct parse table:

#include<stdio.h>

#include<conio.h>

#include<string.h>

#include<ctype.h>

#include<stdlib.h>

#include<iostream.h>

#include"c:\tc\bin\SLR.h"

int S=0,i=0,j=0,state[20];

char TNT[15];

struct node

{ int pno,dpos; };

struct t

{ char s;

int n; };

struct t1

{ struct t lr[10];

int gr[5]; };

struct t1 action[15];

struct node closure[10][10];

int g[15][10];

int l;

void sclosure(int,int);

int added(int);

int t\_into(char);

void print\_table(int);

void parser(void);

void find\_closure(int,int);

void SLR(void);

void main()

{ clrscr();

mainf();

getch();

for(int i=0;i<tnt;i++)

TNT[i]=NT[i];

for(int j=0;j<tt;j++)

{ TNT[i]=T[j];

i++; }

strcat(T,"$");

i=j=0;

SLR();

print\_table(S);

getch(); }

void SLR()

{ int clno,no=0,x,y,z,len,cnt=-1,d=0;

closure[i][j].pno=0;

closure[i][j++].dpos=3;

find\_closure(no,3);

sclosure(i,j);

state[i]=j;

S=0;

do

{ cnt++;

z=state[cnt];

for(int k=0;k<tnt+tt;k++)

{ i++;

j=0;d=0;

for(int l=0;l<z;l++)

{ x=closure[cnt][1].pno;

y=closure[cnt][1].dpos;

if(prod[x][y]==TNT[k])

{ d=1;

closure[i][j].pno=x;

closure[i][j++].dpos=++y;

if((y<strlen(prod[x])) && (isupper(prod[x][y])))

find\_closure(x,y); } }

if(d==0)

{ i--;

continue; }

sclosure(i,j);

else

{ action[cnt].lr[k-tnt].s='S';

action[cnt].lr[k-tnt].n=clno;

}

if(added(i-1)!=-1)

i--;

else

{ S++;

for(l=0;l<state[i];l++)

{ if(closure[i][1].pno==0)

{ action[i].lr[tt].s='A';

continue; }

len=(strlen(prod[closure[i][l].pno])-1);

if(len==closure[i][l].dpos)

{ char v=prod[closure[i][l].pno][0];

int u=nt\_no(v);

for(x=0;x<strlen(foll[u]);x++)

{ int w=t\_ino(foll[u][x]);

action[i].lr[w].s='R';

action[i].lr[w].n=closure[i][l].pno;}}}}}}

while(cnt!=S); }

void print\_table(int states)

{ int lin=5;

cout<<"\n\n Parser Table: \n";

for(int i=0;i<tt;i++)

cout<<"\t"<<T[i];

cout<<"\t$";

for(i=0;i<tnt;i++)

cout<<"\t"<<NT[i];

cout<<"\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n";

for(i=0;i<=states;i++)

{ gotoxy(l,lin);

cout<<"I"<<i<<"\t";

for(int j=0;j<=tt;j++)

{ if(action[i].lr[j].s!='\x0')

{ if(action[i].lr[j].s=='A')

{ cout<<"Acc";

continue; }

else

cout<<"\t"; }

for(j=0;j<tnt;j++)

if(action[i].gr[j])

{ cout<<action[i].gr[j];

cout<<"\t"; }

else

cout<<"\t";

lin++;

cout<<"\n"; }

cout<<"\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_"; }

void sclosure(int clno,int prodno)

{ struct node temp;

for(int i=0;i<prodno-1;i++)

{ for(int j=i+1;j<prodno;j++)

{ if(closure[clno][i].pno>closure[clno][j].pno)

{ temp=closure[clno][i];

closure[clno][i]=closure[clno][j];

closure[clno][j]=temp; }}}

for(i=0;i<prodno-1;i++)

{for(j=i+1;j<prodno;j++)

{if((closure[clno][i].dpos>closure[clno][j].dpos) &&

(closure[clno][i].pno==closure[clno][j].pno))

{ temp=closure[clno][i];

closure[clno][i]=closure[clno][j];

closure[clno][j]=temp;}}}}

int added(int n)

{ int d=1;

for(int k=0;k<=n;k++)

{if(state[k]==state[n+1])

{ d=0;

return(k); } }

return(-1); }

void find\_closure(int no,int dp)

{ int k;

char temp[5];

if(isupper(prod[no][dp]))

{for(k=0;k<tp;k++)

{if(prod[k][0]==prod[no][dp])

{ int t\_ino(char t)

{ for(int i=0;i<=tt;i++)

if(T[i]==t)

return(i);

return(-1); }

char pops2;

struct node1

{ char s2;int s1; };

struct node1 stack[10];

int pops1,top=0;

void parser(void)

{ int r,c;

struct t lr[10];

char t,acc='f',str[10];

cout<<"Enter I/p String To Parse: ";

cin>>str;

strcat(str,"$");

stack[0].s1=0;

stack[0].s2='\n';

cout<<"\n\n STACK";

cout<<"\t\t INPUT";

cout<<"\t\t ACTION";

for(int j=0;j<strlen(str);j++)

cout<<str[j];

do

{r=stack[top].s1;

c=find\_index(str[i]);

if(c==-1)

cout<<"\n Error! Invalid String!";

return; }

while(top!=0);

switch(action[r],lr[c].s)

{case 'S': { push(str[i],action[r].lr[c].n);

i++;

cout<<"\t\t\t Shift";

break; }

case 'R': { t=prod[action[r].lr[c].n][3];

do { pop(); }

while(pops2!=t);

t=prod[action[r].lr[c].n][0];

r=stack[top].s1;

c=find\_index(t);

push(t,action[r].gr[c-tt-1]);

cout<<"\t\t\t Reduce";

break;}

case 'A':{ cout<<"\t\t\t Accept";

cout<<"\n\n\n String accepted";

acc='t';

getch();

return; }

default: { cout<<"\n\n\n Error! String not accepted!";

getch();

exit(0);}}

for(j=0;j<=top;j++)

cout<<stack[j].s2<<stack[j].s1;

if(top<4)

cout<<"\t\t\t";

else

cout<<"\t\t";

for(j=i;j<strlen(str);j++)

cout<<str[j];

if(acc=='t')

return; }

int find\_index(char temp)

{for(int i=0;i<=tt+tnt;i++)

{if(i<=tt)

{ if(T[i]==temp)

return(i);}

else

if(NT[i-tt-1]==temp)

return(i); }

return(-1); }

void push(char t2,int t1)

{++top;

stack[top].s1=t1;

stack[top].s2=t2;

return; }

void pop(void)

{pops1=stack[top].s1;

pops2=stack[top].s2;

--top; getch(); }

**Output:-**

**![](data:image/png;base64,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)**

Enter number of terminals: 5

Enter terminals:+\*()i

Enter number of non-terminals:3

Enter non-terminals:ETF

Enter number of productions:6

Enter productions:

E->E+T

E->T

T->T\*F

T->F

F->(E)

F->i

Follow table:

FOLLOW(E)={+ ) $}

FOLLOW(F)={+ \* ) $}

FOLLOW(T)={ + \* ) $}

First Table :

FIRST(E)={ ( i }

FIRST(E)={ ( i }

FIRST(E)={ ( i }

Expected parse table:

+ \* ( ) i $ E T F

I0 S4 S5 1 2 3

I1 S6 ACC

I2 R1 S7 R1 R1

I3 R3 R3 R3 R3

I4 S4 S5 ACC 8 2 3

I5 R5 R5 R5 R5

I6 ACC

I7 S4 S5 9

I8 S10 S11 ACC

I9 R2 R2 R2 R2

I10 ACC

I11 R4 R4 R4 R4

Enter i/p string: i+i\*i

STACK INPUT ACTION

0 i+i\*i$ Shift

0i5 +i\*i$ Reduce

0F3 +i\*i$ Reduce

0T2 +i\*i$ Reduce

0E1 +i\*i$ Shift

0E1+6 i\*i$

ERROR! STRING NOT ACCEPTED!

**Experiment No.- 7**